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Preface

I’ve been doing software for over a half century. I’ve had some great successes and some truly colossal failures.

For all that time, I’ve been talking with people, coaching, and teaching about software development. And mostly, I’ve been thinking. I’ve been trying to figure out how this can all seem so simple and yet be so complex. If you’ve been involved in software development, you too have probably often felt that all this should be simple, but somehow it gets all complicated.

Thanks to being in the right place at the right time, I’ve been part of the Agile movement since the very beginning. That has drawn me back toward simplicity.

Like many of the best ideas in software development, modern “Agile” software development offers to make software development more productive and better controlled by making it simpler. Agile is simple. Four values, a dozen principles. How complex could it be? Well, it still seems to get pretty darn complex.
Agile methods like Scrum and XP are also simple. Again a few values, a couple of meetings, a handful of artifacts, how complex could they be? And still it gets so complicated so quickly.

What’s up with that?

I have begun to see a way of looking at the whole process of software development. I’m starting to see a general overview that might help us keep things simple. Inside, there will still be plenty of complexity, but I hope this high-level map will help us pull back and find the simplicity when we find ourselves in the weeds.

Software development has many facets: determining value, managing value flow, organizing around the work, planning, building, and so on. Each of these facets needs to focus on producing value. Value needs to be visible so that it can be guided and managed. For this, we need to step back from the details and find the essential simplicity in this very complex activity.

When I think about things, I draw pictures that focus on some aspect of the topic. I try to think of a few words that will quickly focus my thinking when next I think about the topic. I use pictures to give me a different perspective. Since my drawings are perforce simple—I’m not very skilled—I use them to cut away complexity and look at what’s left. I’m giving you a look at that thinking.

This book is an attempt at finding some essential simplicity inside the complex activity of building software products. I believe I have a handle on some good ideas. At best, this is a bit of a clearing along a tangled trail. Please take these thoughts and use them to find your own sense of simplicity amid all the chaos. Good luck!
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Introduction

Kids often play a game: *The floor is lava*. In this game, you have to get from one place to another without touching the floor. Because the floor is lava. If you step in lava, you die, horribly, screaming. Don’t step in lava. So, in the game, you must jump from the couch to the chair, crawl across the table, and leap to safety in the kitchen, where the floor is not lava.

Software is lava. Often it seems that there’s no safe place to step. Worse yet, we’re not allowed to jump on the furniture. Mom said. Sorry.

So what are we to do? As we build software, it seems that we’re stepping in lava every day. It’s complicated, it gets more complicated, and often it seems that we’re just doomed.
There has to be a better way.

We all feel it. We’re all sure that there must be a way to build software that isn’t lava. We didn’t get there last time, but next time...next time...we’ll get it right.

And, sure enough, next time, more lava. Ow! Die screaming.

Yet most of us have had moments when our feet weren’t burning. There seem to be cool, grassy patches amid the lava. Sometimes we find them. It feels so good to be there.

The premise of this book is that there aren’t just patches of grass—there is a cool, green, grassy path. Maybe we can’t be on that path every moment, but understanding the path better is the way to a happier project.

I call that path “the Natural Way,” because I believe that the path is built into a simple notion, a focus on delivering value early and often.
We will wander off the path.

Even though we much prefer to be on the grass than in the lava, it seems that we always get in the lava. (Sometimes lava is spelled differently. Anyway, we’re in it.)

If there is a path—and I hope to show you that there is—we will wander off of it. Yes, we will. So as I describe the path to you, don’t imagine that I believe we’ll all be on the path and live happily ever after with no problems, with our grateful feet caressing the happy grasses of the path. We couldn’t be that good, or that lucky.

What we can do is remain aware that there is a path. When we’re not on the path, we’ll think about value. We’ll think about the Natural Way. And quite likely we’ll be able to find our way back, if not to the grass, at least to a place where the lava isn’t quite so hot.
The Natural Way

The story in this book is a simple one: there is a Natural Way to build software, and it serves everyone well.

The Natural Way serves end users well because it delivers value to them sooner.

The Natural Way serves the business well because it provides a return on investment sooner, because it provides important information quickly, and because it provides the ability to adjust direction as needed.

The Natural Way serves management well too. It lets management see what’s really going on inside the project so that when action is needed, there will be time to act. And it reduces management’s problems by making information visible so that we don’t have to dig for it.

The Natural Way even makes the job easier for developers. It provides them with clear direction and allows them freedom to use their skills to build what the organization needs, when it’s needed.
What is described here is simple—but it’s not easy. You’ll need to think about these ideas, to figure out how they’ll be valuable to you, and to learn to do the things we explore here. Keep moving toward simplicity. You’ll be glad you did.

The Natural Way does require us to think, to learn, and to change a bit. I think you’ll see here that moving toward the Natural Way need not be traumatic. It can actually be quite a bit of fun.

Come along with me, and explore how we can make software development simpler by focusing on frequent delivery of visible value. We’ll not talk about how things are, but how they might be, if we try.
A final warning before you jump in:

Channeling comedian Eddie Izzard’s NSFW “Death Star Canteen” bit:

This is not a book of what the heck to do!

It’s not a book of recipes. It’s not about one way to do something. That’s not our purpose here. We’re here to think about how things work, to ready ourselves for whatever may happen. There are many ways to accomplish what you need. I trust you to find ways, think of ways, and select among them.
Part I

The Circle of Value

Sometimes you just have to stop holding on with both hands, both feet, and your tail, to get someplace better. Of course you might plummet to the earth and die, but probably not: you were made for this.
Successful software development is hard. It will always be hard. However, doing it smoothly and gracefully has a very real simplicity. Let’s talk about that essential simplicity. As we do, your job is to think a lot, while I write very little.
CHAPTER 1

The Search for Value
This picture shows the flow of our argument here. Our story begins with value, and value is the point of our work:

*Value.* Value, we’ll see, is “what you want.” It can be any kind of value, from money to laughs or lives. We’ll explore a bit about what value is.

We’ll tell the story by building up from the bottom of the pyramid, describing how to guide, organize, plan, and build our product, in small slices, with a focus on quality. The value we produce is based on these.

*Guiding.* We produce value by creating teams with responsibility for creating value. We make sure they understand what is needed, and understand the time available. We guide them by observing what they actually build.

*Organizing.* We organize teams with the ability to get the job done. We organize around features, because features give us the ability to plan and build value most rapidly. We apply good people and help them build their skills.

*Planning.* We steer our projects by selecting the features we need, in the order we need them. We produce value in a timely fashion.

*Building.* We build up our product feature by feature. This provides frequent delivery of value. We can see how things are progressing early and often.

*Slicing.* We slice features down to the smallest possible value-bearing size. We build a capable product as early as possible, and then enhance and grow it as the deadline approaches. We’re always ready to ship.

*Quality.* We apply the necessary practices to ensure that our product always has a good design and that it is as nearly defect-free as possible. We’re able to build value continuously, sustainably, indefinitely.
CHAPTER 2

Value Is What We Want
We all want value. Value is what we want. Value is—*what we want*. In software, we generally get value by delivering features. Features that have value. Features that we want.

Often it’s about money, because software can save time or money. Software can help us earn money. There are other kinds of value: software can make lives more convenient. Software can even save lives.

In the end, I think of value as simply *what we want*. We might like to put a number on value, but it’s not necessary. As we build the software, we’ll make choices. Each choice gives us something we value. We’ll choose information, happy users, or saved lives. We’ll choose what makes sense. We’ll choose *what we want*.

Working incrementally, we’ll choose the next thing we want. We’ll have our team put it into the software, as quickly and solidly as they can. When they’re done, we’ll look to be sure we got what we want: we’ll check for the value.

We’ll say, “show us the software,” to see the value.

What kinds of value does your project deliver to its users? To your organization? To the team? What value does it deliver to you?
Value starts when we ship the software.

A project delivers value only when we ship the software and put it to use. If we wait until we finish everything, it will be a long time before we get any value. Let’s find a way to deliver value early.

We’d rather have the pony now, not later, but we can’t create everything right now. We have many features in mind, and they’ll take time to build. The more we want, the longer it takes.

What benefits could there be if we could deliver sooner? How might the organization benefit? What about the team? What about you and me?
What if we shipped some valuable part sooner than the rest?

Every product is made up of pieces. Call them features, or minimum marketable features. Call them aspects, functions, or capabilities. Each big piece has smaller pieces. Each is full of details that make that piece more complete, more useful, or just nicer.

Remember, most users of a product don’t use every feature. There’s some kind of 80/20 rule going on. Everyone may want something different, but no one wants everything. Even in the products you know best and use most, you probably use only a fraction of the features.
Does shipping something small make sense?

Since most users don’t use all the features, a smaller set of features can provide real value, and provide it sooner. Sometimes we think we have to have it all. Let’s face it, though: if you’ve done very many software projects, you probably didn’t get everything you wanted by the date you wanted it. We never get it all.

We can stamp our feet and demand a pony, or we can act like managers and steer our software projects to the best possible result. Very likely, there’s a subset of capability that can start providing value sooner than the whole package. Let’s find those features and ship them first. That way, we’ll prosper.

After that first release, we may need to follow up with the rest of the product; otherwise, the final product may be worth less over its lifetime. So we’ll usually plan multiple releases.

But there are times when we might just ship the first bit and then stop. When could that be the best thing to do? How many different reasons can you think of?
Deliver just one part and then stop?

If we ship just once, we’ll get an earlier return, but it will probably be less than if we shipped the whole product, even later on. Or will it?

Information has value as well. Sometimes the most important information we can get is that we’re doing the wrong thing. One very good way to find out if we’re going in the right direction is to ship a small version of the product early. If it flops, we can change direction at low cost.

Usually, though, we do have a good idea. With a good idea, what kind of pieces should we work on? How would our product best be delivered a bit at a time? What should the pieces look like?
We must see and understand the pieces.

It’s not enough for our teams to work on mysterious technical bits that make sense only to them.

We need to guide our teams to build pieces that make sense to us, and to our users. These are often called minimal marketable features (MMFs). In fact, we’ll often benefit from providing business direction at an even finer grain than the usual MMF.

Here, we’ll call those pieces features. When we say “show us the software,” we want to see features that we want and understand.

Looking back at some previous projects, what are some features you wish you could have shipped sooner, and why? What are some features that should have been different? Are there some that shouldn’t have been done at all?
Value, by feature

Each feature that we might build adds some value to the product. And each one takes some amount of time. We can’t know exactly how valuable or exactly how much time. But we can still get an excellent sense of what to do.

Suppose the height of the features is their value, and the width is their cost. Which ones should we build first, and which ones should we defer until later? Pretty clear, isn’t it?
Value growth depends on what we choose to do.

Look at the difference in the growth of value if we choose the higher-value, inexpensive features first and defer lower-value, costly features until later. And these features only vary by about a factor of three to one. In most products the best ideas are tens of times better than the worst—or more. The results would hardly fit on the page!

Some of those later features look pretty boring. What would happen if we did different, more valuable features, even for some other product?
We might even switch our investment to a new product!

When we begin to ship frequently, with highest value first, the time soon comes when the next features aren’t worth the time and money to create them. This is a good thing. We can often do far better by investing in a new product.

What’s the next product we’d like to do? Who might feel negatively impacted by a product shift? How might we make that shift a good thing for everyone? Can we focus on a portfolio rather than separate products with diminishing returns? Can we show more software, with more value?
Best value comes from small, value-focused features, delivered frequently.

OK, we can see that small features could deliver value sooner if we can do them. Let’s think next about managing our project. Will smaller visible results help us manage? How might they get in the way?

What about our teams? Are they organized to work this way? Do they have the people they need, the skills they need, and the help they need? Read on—we’ll talk about all those things.

The main thing to remember is that we get the best results from delivering the software, feature by feature.
Further reading:

- Chapter 10, *Value—What Is It?*, on page 80
- Chapter 11, *Value—How Can We Measure It?*, on page 84
CHAPTER 3

Guiding Goes Better

“Feature by Feature”
The first thing we know about any project is the deadline—at least it always seems that way. That’s the vertical blue line with the triangle at the bottom.

And what do we want by the deadline? Why, everything, of course. That’s the horizontal line. The star is our plan: have everything by the deadline. No problem!

Somehow it doesn’t turn out that way. We usually wind up shipping less, or later, or both: the red lines with the question marks. Heck, we’re sure to get less than we want. After all, we asked for everything!

We really can’t have it all. Let’s manage that reality, not just let things happen. Let’s steer our project, not just ride it wherever it takes us.

In a recent project of yours, what important things didn’t get done? What got done that turned out to be wasted? What did you find out about too late, or nearly so?
Conventional software projects proceed in phases.

Many projects plan with *activity-based* phases: Analysis, Design, Coding, and finally Testing. The green line is our plan for such a project, and it may look good. But even if we get Analysis done on time, that doesn’t tell us how well we’ll do on Design or Coding.

Until we begin to see the software, we can’t really tell how well we’re doing. And when we start getting and testing that code, what happens? Generally nothing good!

Have any of your projects given you too little time to react when trouble arose? Would there be value to knowing sooner what’s really going on? Did you ever wish you could get at least some value out of all that effort?
Worse yet, things rarely go according to plan.

Finally, we begin to see and test the code. And the facts aren’t good. Inevitably we’re later than we thought. We have less done than we thought. What we have done doesn’t work very well.

We knew we had asked for more than we could do: that’s the nature of goal setting. But by the time we find out where we are, it’s too late to do much about it.

With more warning, maybe we could have shipped a subset on time. Now we have few choices. We could write the project off, but that would be career suicide. Or we can trudge gamely on, hoping to ship something before they give up on us.

Either way, we look bad. Either way, it is bad!

Have you ever had to ship in bad condition? Were there too many defects still in the software? Was the software too hard to change? Were important features missing? Important new ideas that it was too late to add?
The activity-based product is a monolith.

With a monolithic project, late in the game we can’t do much to cut costs. We have already written requirements for things we’ll never get. We’ve designed and even written code for things that we’ll never complete. All that work is wasted.

If only we had known the truth. We could have deferred some of that work.

We laid out this project with an all-or-nothing mentality. We analyzed it all. We designed it all. We tried to code it all. We discovered, too late, that we can’t have it all.

Trying to plan and build it all has hurt us. We have no time to change, and even if we had time, we’d never untangle all the things we shouldn’t have done from the things we should have.

Instead, let’s plan for multiple releases from the very beginning. Multiple releases are easier to manage and deliver value sooner. It’s even easier to build the software that way. Everyone wins.

Do those plan, analyze, design-code-test phases really help you manage your project? Wouldn’t it be easier to manage things if you could just get the features, a few at a time, in the order you wanted them, starting right at the beginning? Let’s look at that.
A project that delivers feature by feature is more predictable.

We’ve seen that delivering release by release, feature by feature, lets us ship value sooner. What about our ability to manage and guide the effort?

Our old red conventional project drones on and on, delivering too little information, too late. But the green project shows us real, valuable features at frequent intervals. We can see what is happening. We can see the software!

Can you see how a flow of visible features would be easier to manage? Can you see how you could maximize project value as you go?

What about risk? Can you see how to evaluate or reduce a project risk by building something visible? Can you see how to deal with a marketing risk with a small test feature?
Feature by feature gives better information, better guidance, better results.

When we build our software projects feature by feature, things go better. We can see how much is done and how rapidly the project is progressing. We get a good sense of how much will be done by any given date.

We choose the most important features to do next. We build the best possible combination of features for any desired shipment date—even one earlier than our original desired date. We can even change features, adding new ones in response to better ideas or changing user needs.

When our projects grow feature by feature, we can respond to what’s really happening. We can respond to the changing needs and inputs of the business and of management.

What would it take to make this way of working possible? How can we plan a project when we don’t even know what we’ll wind up wanting to do?
Further reading:

- Chapter 14, *Creating Teams That Thrive*, on page 94
- Chapter 16, *Managing Natural Software Development*, on page 100
Building features requires multiple skills.

CHAPTER 4

Organizing by Feature

We want to get value in small bites: features. We prosper when we manage in terms of value, in terms of features.

How can we organize our work, and ourselves, for the best and most rapid flow of value?

To get the work done, different parts require different skills. The work won’t be done—or at least not done well—until it has had the attention of people with each needed skill.

If we organize teams by skill-set, each piece of work will need to be passed around among teams. Each handoff will require scheduling and cause delays. Quite likely, problems will arise from each handoff.
Teams build features.

The answer is simple: organize into small teams, each of which builds features that the Product Champions can understand. Make sure that each team has all the people and all the skills necessary to build the entire feature, not just part of it.

The advantages of this should be clear: we can allocate work across teams easily. We can see where everything is. Each feature gets dedicated attention. Responsibility and authority are aligned.

It’s simple and works well. But it’s not that easy, is it?
But…but…but we’re not organized that way.

I know. And I’m here to say that you probably should be.

If each feature that you want must be passed through multiple teams, it takes longer and results in lower quality. Why? Because the teams need to be coordinated somehow, and each item has to be passed from one team to the next. After it’s passed, it needs to sit in the queue for the next team to wait its turn. And often—very often—the feature needs to go back to the first team to fix something they didn’t understand. Often it will go back and forth several times.

This slows you down.

Yes, feature teams may be a change for you. But if you want to go rapidly and smoothly, you’ll very likely benefit from moving in that direction. Take your time, don’t panic, but give it a try. Create a Feature Team, a darn good one. See whether fewer handoffs speed delivery and improve quality. I’m betting things will go better. If so, rinse, repeat.
We don’t have enough specialists.

Maybe you don’t have enough database experts or user experience (UX) experts. You couldn’t possibly have one on every feature team. You might wind up with more things to do than teams to do them. It seems you can’t create that next feature team that you need.

Well, maybe. I’ll bet you have people who understand databases rather well even though you wouldn’t call them “experts.” You might even have some people who are experts and don’t have the badge. You probably have plenty of people who can build an interface and get close to what your best UX people can do. They might even do better.

So here’s a thought experiment: what if you create teams to build features, in order of most important features first? Since the team you’re working on now has the most important features to do that aren’t already being done, they clearly deserve the best database person and UX person you have next. Put them in there. Rinse, repeat.

Soon, you might find yourself creating a team whose database person, or UX person, really isn’t quite good enough. Super. You’ve identified a training opportunity. A learning opportunity. An opportunity to form a guild, a Community of Practice!
Create Communities of Practice.

Now create a Database Community of Practice, or UX Community of Practice. Build it around the people who used to be in the database or UX group, and include all the people who are now charged with doing those things on your feature teams. This isn’t a new department: the people belong to the feature teams.

They are also members of the Database or UX Community of Practice. You belong to your family; you’re a member of the golf club.

Your senior people—not always the ones you thought were the senior people—now have an additional responsibility: bringing the less experienced people up to full speed. A highly paid expert shouldn’t be highly paid just because she’s an expert. She should be highly paid because she is helping other people become experts.

Your top people shepherd the less experienced ones. They drop into other teams and help them, making sure that the real team member retains responsibility and learns what needs to be done and how to do it. Soon you’ll have all the experts you need—and happier people as well!
Feature teams make “scaling” easy.

We have a chapter on “scaling” coming up in Part II. The short message is this: much of your work can be done by a single cross-functional team. Most of the rest can be done by a number of feature teams working in parallel on features that you understand and desire.

There may be very little in your organization that really requires multiple teams working in lockstep. If you’ll break out your work feature by feature, you’ll quite likely discover that what’s left is simple. This will save you from spending a fortune “scaling” into a structure and organization that will not serve you.

Organize by feature. You’ll be glad you did.
Planning Feature by Feature


The product “vision,” however, starts with big, grand ideas, vague yet enticing. Vision is about big ideas, not tiny bites.

How can we move from our grand product ideas down to those detailed features we need for the best visibility and control?
Planning is indispensable.

General Eisenhower said, “Plans are useless, but planning is indispensable.” We do really need to think deeply about our product, not just at the beginning but all the time.

We do need to plan. We don’t need a detailed list of what will happen and when. When the time comes, let’s decide then what to do next. A too-detailed plan will just waste time and create confusion.

It’s important to identify key features that we’ll need to have early, as well as features we can’t live without. Let’s identify and record those.

We need to defer implementing low-value ideas indefinitely. Let’s not waste time thinking about and keeping track of them.

Still, planning is important. We probably have to consider a lot of bad ideas to get a few good ones. So let’s do plan but at the same time stay loose and ready for change.

Reflect on some past projects where there was a huge feature list. How many of those ideas came to complete fruition? How many of those ideas were really great? Were any of them really duds? I know a lot of mine were!
Detailed plans are useless.

If planning is good, isn’t a bigger plan better? There we are, with some vague ideas in mind, which may or may not be things anyone would ever want. But for some reason, we feel that we need to figure out how long each one will take so that we can add them up and decide what will be done a hundred days from Tuesday.

We’ve all read the horrible statistics about how many software projects go far beyond their budget. Maybe software people are terrible at estimating, and they should try harder. Well, yes, software people are terrible at estimating, because humans are terrible at estimating. Let’s not just try harder. Let’s find a better way.

Here’s a better way: set a time and money budget; produce the most valuable features first; keep the product ready to ship at any time—and stop when the clock runs out. Quite likely we’ll even stop before the deadline, because we’ve already got the important stuff done. We deliver the bulk of the value in far less time, for far less money.

How much long-term detail do you need to set a budget for your project? Is it better to plan for everything, trying to fit it inside the budget? Might it be better to set a tight deadline and build the best possible thing in that time?
Getting started

Ideally, we would begin just by beginning. Get an idea, think about it a bit, put together a little team, and start building. That will tell us quickly whether we can produce something of value, and about how long it will take. Then we can decide to cut our investment, to keep going, or to invest more.

Sometimes our organization just doesn’t work that way. They insist on knowing whether this proposed project will take weeks, months, or years, long before they’ll decide to invest in it. We might be able to respond by asking to form a team and build for a while. If we can, that’s probably the way to go: we can learn a lot quickly. Sometimes that approach, sensible though it is, just won’t fly. We need a way to get an initial cut at project size.

A lot has been written about how to do estimation. Yet projects continue to deliver too little, too late. Search for better estimates if you must: I’d prefer to work from a budget, a deadline, a Product Champion who decides what to do next, and a team who can ship software at will.

How much do “they” need to know about a proposed project? How close do we need to be to correct when we bid on it? Can we steer to success within a rough estimate?
Continuous planning: feature splitting

It’s not good enough to plan just at the beginning. Because we’re focused on value, we need to plan all the time. The team should be working to a fixed cadence, often called iterations, or sprints, a couple of weeks long. Things go best if each feature, often called a story, takes only two or three days to do.

I don’t recommend working with larger stories and breaking them down into technical items, often called tasks. If we use tasks, the business-side people do not have a clear look at how things are going, and they often do not get a good sense of how to help until the end of the two-week sprint interval. Stick with stories: they work better all around.

It’s better to break down stories into smaller stories, each making sense to the business-side people. As far as I can see, this is always possible. It’s a bit tricky at first, but with only a few hours of practice, teams quickly learn how to split features into smaller features, rather than into technical steps.

Think of some big feature that your product needs. How might it be broken down into smaller things? Are some of those things substantially more valuable than others? What does that suggest to you?
How much work should the team take on?

The answer to this one is clear: the team itself should decide how much work it can accomplish in the next two-week interval. They know better than anyone else, and they will feel more commitment if they make the determination on their own. There are many practices to help the team choose how much to do. They are all based on an idea that I first learned from Kent Beck and Martin Fowler: “Yesterday’s Weather.”

You’ll probably get as much done today as you did yesterday. In iterative projects, plan to do as much this iteration as you did last iteration.

We plan each iteration right before it begins. To decide how much work to take on, we need to understand the work. As a team, we discuss the work. The team’s Product Champion presents one feature at a time, followed by a brief team discussion about what it’ll take to accomplish the feature. Everyone stays engaged, and the team understands the feature before committing to do it.

I don’t recommend estimating the individual work pieces at all. Instead, understand them, and then look at the aggregate and decide how much of it the team can do. If estimates really help the team, go for it. But be careful! The point isn’t to make good estimates—the point is to do good work at a consistent pace.
Estimation is risky!

There are some serious risks to estimates: we have an almost irresistible desire to “improve” them, or to compare them. Both of these practices are pernicious. Keep in mind that business and management get the best results by selecting the work to be done and the work to be deferred. Focusing on estimates detracts from this responsibility and is almost certain to create conservative estimates in the hope of creating accurate ones.

Many teams today are working quite successfully using no detailed estimates at all. They think about the work. They break it down, often all the way down to a single test’s worth of story. Then they just get to work. When they need to predict how long things will take, they just count things done.

Examine your desire to know estimates and actuals. What would better estimates give you? Which of those things might get in the way of managing scope? Which of those things might be accomplished better by managing scope rather than improving estimates?

Would you prefer to have better estimates if it meant they would be more conservative? Is prediction better than steering?
Planning with “stretch goals” is destructive.

During planning, especially short-term planning, it’s tempting to set up “stretch goals” or to “encourage” the team to do “just one more feature.” Please do not do this. It’s devastatingly destructive. The reason is that the team will in fact try. Eager to please, they’ll unconsciously hurry. They’ll leave out just a few tests. They’ll leave the code not quite as clean as they might have, just to squeeze in one more feature.

Hurrying, they’ll inject more defects. Since defects take longer to fix than they do to prevent, hurrying will slow you down. Worse yet, it will slow you down when you least need it, the closer you get to the end of the project.

Dirty code slows you down as well. If the code is clean, the next features go in smoothly. If it gets dirty, everything takes just a bit longer.

Pressure is destructive. Avoid it.

What are some bad things that pressure has caused in your projects? Has it ever increased your defect count? Cost you time? Cost you valuable people? When has pressure really been helpful? Can you think of other ways to get those benefits?
Working without estimates

Once we become proficient at breaking all features down to approximately the same size, we can manage the project very nicely, because we have a good sense of how long things will take. Since our job is to select the work to do versus the work to defer, and to select the most valuable work first, we can steer the project to success without the overhead of estimation.

Estimates remain a controversial topic in software development today. Many people think that estimates and detailed planning are important. Certainly some companies want these things badly, and that may be enough to cause us to do them. Unfortunately, “badly” is almost always how we do with estimates. For teams in flight, estimation is at most an internal matter and may well be almost entirely waste.

Generally speaking, estimates are likely to be wrong, and they focus our attention on the cost of things rather than on value. Consider de-emphasizing or eliminating cost estimates and steering to success by a focus on value.
Plan often, select what’s next, don’t overeat.

As the project proceeds, we plan every couple of weeks, we decide what the next most important things are to do, and the team decides how many of them to take on. Choose the most valuable ideas first—that’s how we grow value most rapidly.

Even over the two-week period of the typical cadence, expect to learn. Sometimes we’ll have been too conservative and can pick up a bit more work toward the end. Often, we’ll have been too optimistic, or under a bit of pressure, and we’ll have taken on too much.

When there’s too much food on your plate, don’t eat it. That way lies obesity and lethargy. We can’t work well with fat, tired code. It’s far better to do eight things well than ten things poorly. As soon as you realize the team has taken on too much, remove something from their plate. We’re in this for the whole project, and staying healthy is critical.

Further reading:

- Chapter 15, The “Five-Card Method” for Initial Forecasting, on page 98.
Working feature by feature delivers better value. Because the team can show us the software, it’s easy to manage and plan. But is this a practical approach? Can our developers really build software feature by feature?

Absolutely! Feature-by-feature development is quite possible. Teams have been doing it successfully for decades. Hundreds of organizations have learned how. Every kind of software that you can imagine is being built feature by feature right now—yes, even the kind of software that you build.

You and your organization can benefit from the feature-by-feature approach. Everyone needs to learn a bit, and change a bit. Improved management and faster return makes it worthwhile.

Let’s take a quick look at what’s required to work feature by feature, and then drill into some details.

If we want small features frequently, what, in general, will all of us need to do? What specific pitfalls do you see?
Build a tiny product, completely, in each small cycle.

We plan and manage our project in short one- or two-week cycles. In each cycle, we define the next few features to build and we say how they’ll be tested. The team then builds the features and we all verify whether they pass the tests.

In each of these one- or two-week iterations, we go through a complete product development cycle, from concept to ready to ship. At first we may not be very good at it, but in a few iterations we’ll begin to get the process shaken down. At that point we’ll have an increasingly predictable series of subsets of the project, each one cleaner, and more ready to go, than the last.

In each cycle, we learn. We learn how much we can do in a couple of weeks. We learn how to test whether we have done what we set out to do. We learn the most effective way to define features without excess overhead. We learn how to build feature by feature while keeping the code and design clear and alive.

What difficulties can you foresee if you begin to build complete versions of the product in small cycles? What could go wrong? What will you have to learn?
Refine the product vision.

In a feature-by-feature approach, we ask the development team to build features every couple of weeks. We want to see things coming out that we actually want, not some technical whatnot that we don’t understand.

This means that our business-side people need to build up skill in breaking down large, vague, sweeping requirements into small, practical next steps that deliver maximum value for minimum effort. They’ll need help from around the organization, and perhaps from outside, to get good at this. Mostly, they need to work at it: trust them and their teams to figure out what they need.

This is no small task, but it’s critical to success. We need to sharpen our vision of what the product must do—and what’s just “nice to have.” The result is a faster return on our software investment.

What big features have you in mind for your product? What small pieces can you identify that would help you see how you’re doing and what to do next? What software should we show you, right now?
Always work on the highest possible value next.

As we progress through the iterations, it becomes increasingly clear how much work we can finish by “the date.” It’s critical to do the most valuable features first. The team works together to identify the high-value, low-cost features we can do. The team learns to build the best possible product within the time and money available.

We must do all this in the open. Everyone needs to see the actual progress. We can’t accept “90 percent done.” Features need to be “done” or “not done”: there is no middle ground. We have to see what’s going on inside the project so that we can guide it to the best possible conclusion.

What do we need to know about each feature as it gets “done”? What could interfere with our ability to guide the project and grow the product?
Identify real progress.

The feature-by-feature style includes a complete development cycle in every iteration: requirements, design, coding, and testing. They are all present all the time so that they’re all visible all the time. Feature-by-feature development is safe, practical, and effective. It will work for you.

As our project goes on, we’ll be learning how to tell the difference between apparent progress and real progress. We’ll be building up an understanding of when “done” really means done in our unique situation.

When we can see real, running features, we have clear and solid information about our project’s condition. When we’re not able to look at features, or they aren’t done, we won’t know what’s going on.

When your team starts building features and telling you they’re done, what might make those glowing reports misleadingly optimistic? How can they be made more accurate?
Eliminate the test-and-fix finish.

Many projects end with a test-and-fix interval that seems to drag on forever, furrowing into our soul. This can even happen when we work feature by feature—if the features aren’t really done.

Because we’re learning to complete each one- or two-week iteration with finished, potentially shippable software, we are learning how to reduce or eliminate that long unknown block of test and fix time that shows up at the end of so many projects.

For feature-by-feature development to work, the software needs to be nearly free of defects at the end of every two-week iteration. It needs to be nearly free of defects all the time.

To be sure we’re free of defects, we need to check everything, all the time. That’s not as hard as you think; we’ll talk more about it later. But first, there’s more!
Grow and refine the design as we go.

As we build feature by feature, being free of defects isn’t enough. We also need to grow the design as we go. If we design too much, we won’t get as many features, and that will show up. If we design too little, features will be hard to do, we’ll slow down, and again that will become visible.

By observing how our velocity—the pace at which we ship features—changes, we’ll learn how to “right-size” our design effort. Too much design, we slow down. Too little, we slow down. Tweak, observe, tweak again.

This is a tricky area. Most of us have seen software whose design got so bad that progress became almost impossible. The techniques for keeping the design good enough are easy to learn. They are also easy to forget, especially if we put teams under enough pressure.

How can we help our developers keep the design clean? Do they have the needed skills? What should we avoid that would discourage clean design?

Further reading:
- Chapter 18, To Speed Up, Build with Skill, on page 116
- Chapter 19, Refactoring, on page 120
Our product needs a solid foundation.

CHAPTER 7

Build Features and Foundation in Parallel
Every product has a set of key features needed to deliver value. We plan to build those and X out the rest.

Everything we build must rest on a solid foundation. We often use words like *architecture*, *design*, or *infrastructure* when talking about the foundation.

According to the guidance in this book, we’re going to build those features incrementally, starting with the most valuable, down to the least valuable. To keep the features coming smoothly, we need to keep the system’s design solid from the first day to the last.

How can we best balance design and features as we go along?
Each feature needs a solid foundation of design, a solid “infrastructure.”

Without a good design foundation, the product will be full of defects and hard to work with. We will slow down and quite possibly fail. There’s no disputing this: features do need to be supported by a foundation, and the foundation needs to be well designed.

We can’t build features without a foundation. What’s the best way to approach building features, given that we require a solid foundation?
Ideally we would deliver all the features, complete, by the deadline.

Remember that when we envisioned all these features, we imagined everything we might want if we could have it all. It’s very unlikely that we’ll get everything we want.

Even after prioritizing, we surely have too much to do! We need to do as little work as possible to deliver the best possible product by our delivery date…and we need to do that work as soundly as we can afford.

We need to build features and foundation in a way that will keep us safe, keep us moving rapidly, and waste as little time and effort as possible. Let’s consider some options: We could build out the whole design first, or we could build each full feature one at a time, each with its foundation. Both of these approaches raise concerns.
Foundation first means too few features get to market.

If we build out the design first, we almost always wind up with too few shippable features by the date!

We’re not sure how fast we can go: we never are. If we build foundation first, we will surely build too much of it. We’ll consume too much time and we’ll wind up with fewer features than we could have had.

Each feature represents value to our users, and revenue or other benefits to us. We need as many as we can reasonably get.

Even if we do have time to do all the foundation and then build the features on top, we can guide our project only when we can see the actual working features created. Building foundation first inhibits our ability to manage our work.

We dare not build the foundation first: it will defer and inevitably reduce the product’s value.

Well then, what about building up each feature, each with its foundation, one at a time?
Building complete features one at a time still means too few features get to market.

If we build complete features one after another, we’re likely to have key capabilities missing when time runs out.

When we envision a major feature, we see it in its fullest possible glory, just as we see our product with every possible feature.

Just as it would be wrong to build every possible feature, it is wrong to start by building each feature out to its fullest glory. The desirability of our product depends on a set of features that is complete enough—and glorious enough—to attract and satisfy our users.

What’s left? We can’t build all the foundation first, and we can’t build all the features first. Are we doomed?
Build simple yet functional versions first.

It’s safer by far to build a simple yet functional version of each feature first!

To get the best product in the time available, we need to work on all the features that are important to our users, not just a few. For each feature, we need to fill in as much capability as time permits, using our judgment as to what’s needed and how much time we have left.

We can do the best possible job of this if we do small versions of each necessary feature, with just enough foundation to be solid.

We build what’s called a “minimum viable product” as quickly as we can.
Refine each feature in multiple iterations.

We fill in the features smoothly, always with our best judgment of what’s most important, building just enough infrastructure as we go.

Rather than take chances with how much infrastructure to build, or how many features we will be able to get done by our finish date, we work in small versions. Each feature version makes the product a bit better so that we always have the best possible product at every moment.

We can repeat this in every iteration, making priority decisions as we go, until time and money tell us that it’s time to stop or switch attention to a new product, as discussed in Chapter 2, *Value Is What We Want*, on page 6.
Steer to the best possible result by the desired shipping date.

Because we have the best possible product at every moment, we have the best possible product at the moment we decide to ship it. In fact, because we’re always ready, we can ship early if there is any reason to do so—and there often is!
This does take skill!

Choosing the best mix of features requires great skill on the part of our Product Champion. This skill can be developed, however, and the repeated practice of choosing the features for the next iteration is the best way to develop that skill. An engaged Product Champion sees her vision for the product coming into being and learns to make better choices by practicing choosing often.

The developers need skill as well. Developers are often trained to try to design a system up front. As we see here, this is never ideal, because we never know up front what the system will be. This is especially true when our Product Champion is learning what she wants, what she can have, and how to grow the best possible system.

What are the skills that our whole team needs in order to work this way? What guidance must the business-side people provide? How can we help our technical people do their part?
Good technical practices are required to ensure that our product is bug-free and well designed at all times. What are they?

Let’s look in a bit more detail at what developers must do in order to work feature by feature. Don’t worry—we’re not going to drop into programming—but we do want all our readers to be aware of what the business needs to expect of developers, and what it needs to support.
Our product is made up of a growing set of correctly working features, built on a growing, evolving foundation of design.

We’re asking our team to build feature by feature, keeping everything checked and working, in good order, improving the design as they go. This is our best chance to steer the project to success. But there are issues.
Defects amount to negative features. Progress is uncertain. Eliminate defects to provide clarity on what’s done.

We’re trying to plan by features, grow by features, and manage by features. This means that when we’re told a feature is done, it really needs to work. Any defects in our features amount to negative features. They reduce our line of apparent progress. If the defects aren’t discovered yet, it’s even worse: we don’t even know how bad things are.

We cannot work effectively in a world of defects.
Defect repair adds unknown delay. Repair as you go to provide clarity on what’s done.

As consultant Tom DeMarco tells us, no one sees a roach on the floor of a restaurant and says “There goes the roach.” It’s the same with bugs—that is, with defects. Where there’s one, there are likely many.

Finding defects takes time. Fixing them takes time. If we leave this until the end of the project, our plans for new features will be disrupted, and we will still have to decide which defects to leave in the system.
If we don’t know in time what’s done, and how well it’s done, we’ll have no choice but to ship late with visible defects. That’s bad business.

“Bug triage?” No, thanks. We need to prevent as many defects as we can, because they add unknown delay right at the end of our project. We look like fools for shipping late, and we look like fools for shipping buggy software. Let’s not go there.
Because features are being added and enhanced, and because the design is evolving, we will make mistakes. We need continuous comprehensive testing.

There’s really no way out. At the end of every iteration, we need to have the software as close to defect-free as possible. The only way to get there is to test it.

Because we’re growing the system all the time, we need to test it more and more, better and better. We need to test the new features, but we need to check the old ones as well, to make sure they haven’t been broken.

We test at two levels, with “Business” tests and “Programmer” tests.
At the end of every iteration, we need business-level tests to verify that we have received what we asked for.

We’re getting new features every two weeks. We need to know whether the new ones work, and we need to be sure that old ones haven’t broken. To accomplish this, we must build business-level tests and checks for every aspect of every feature that we possibly can.

If we don’t check something, we don’t know whether it works. We have to check everything. The testing burden will grow with each new feature. We have to keep up with this burden.

The best known way to keep up is to express our features in terms of the tests they must pass, and to automate the tests to give us assurance that the feature works now, and from now on. This is often called acceptance test-driven development.
Developers make changes every day. To ensure they don’t waste time, developer tests need to be checked much more frequently.

The creation of a single feature requires hundreds, even thousands of lines of code. Any one of those lines could be wrong, and if it is, something, somewhere, will break.

We could rely on our business-level tests to catch these problems, but they usually take a long time to run, and they don’t point to the specific programming error when they do fail. Developers need to build a comprehensive network of automated tests as well, to be sure that problems are found sooner and fixed more readily.

The best way we know to do this is to write the developer tests first, then make them run. This is called test-driven development, or TDD. TDD’s greatest strength is in supporting design improvement, which we’ll discuss a bit later.
Almost paradoxically, all this testing makes our team go faster! The reason: We make fewer mistakes, and they’re found more quickly.

It takes longer to find a problem, and to fix it, than it does to prevent the problem in the first place. When we work with business-level tests, provided with the feature requests, we don’t ship the feature until the test runs. When we work with developer-level tests, written before or in conjunction with coding, we don’t ship any part of the software until all the tests run.

Testing as part of our ongoing work prevents defects from getting into the program. This lets us go much faster than we would if we coded and only tested when we thought the code was done.
At the beginning, there are only a few small features. The design can be simple.

Remember, we’re working incrementally. We’re shipping real working features every two weeks. We need a good design early on, but we only need a small good design.
The design can easily deteriorate.

As we add software, even to a good design, things tend to get worse. We hammer this here, bend that there. Good designs go bad one decision at a time. We can prevent this, but we must work skillfully and fix it as we go.

Inferior design will slow us down. Skill and care are required to keep our project alive.
As the system grows feature by feature, the design needs to grow.

We need to have a good design at all times. A bad design slows us down, because it is hard to change. As the project grows, as the features grow, we must grow the design to support those features. We need a high-quality design at every moment.
At each stage of feature building, the team must do enough design improvement to keep up.

Every change tends to break our current design. To keep the design good, we need to improve it as we go. Perhaps we make a nice clean space for our new feature. Perhaps we push the feature in and then rearrange things to get a good design. Either way works. What doesn’t work is to let the design go.

Keeping the design good as it changes is called *refactoring*. Refactoring is a necessary skill for this way of developing software. We’ll talk more about refactoring elsewhere. For now, let’s focus on what it’s good for.
Failure to keep the design good enough will slow progress, or even stop it!

If our design is allowed to deteriorate, progress will slow. Features will cost more than they should. Unless we keep the design fresh, we’ll just get slower and slower.

Testing and refactoring work together to make feature-by-feature development possible. The nature of the work requires us to test and refactor. There is no better way known today.

Business needs to know that the program works. Acceptance test-driven development is one good way to keep current on what’s working. Developers need to know precisely what’s broken when something breaks. Test-driven development is a key tool in accomplishing that. A strong suite of automated tests keeps us certain that things work, and having two layers of test, a Business layer and a Developer layer, works best.

To progress, the design must improve continually. Improving the design by refactoring is the technique for doing this. But even the best refactoring can break something. Our business-side and technical-side test suites give us the confidence to do the design improvement that we need to do.

For the best quality, smoothest progress, and greatest predictability, this is the best known way to work. Testing and refactoring are critical tools in feature-by-feature development. Don’t leave home without them.
Further reading:

- Chapter 18, To Speed Up, Build with Skill, on page 116
- Chapter 19, Refactoring, on page 120
- Chapter 14, Creating Teams That Thrive, on page 94
- Chapter 17, Whip the Ponies Harder, on page 112
Let me explain. No, there is too much. Let me sum up.
1. Value is what we want. Features deliver value. Delivering features early gives us value sooner.

2. Managing by looking at value works better than managing by dates or artifacts that don’t deliver value.

3. Planning features is easy enough to do. Estimate if you must. Selecting the work based on Yesterday’s Weather works better.

4. Building by features requires us to build a small, complete product, every couple of weeks. That product must always work correctly, and it must always be well designed.

5. Development must deliver real working features. The product must be well tested. Business-side people and developers contribute to testing. The product must be well designed. Developers keep the design alive all the time.

That’s all there is to it. Very simple. A commitment from the top of the business, down to the individual managers and developers, is all it takes. Let’s get going! Show me the software!

Further reading:

- Chapter 13, *Not That Simple*, on page 92
Part II

Notes and Essays

The essential flow of software development is simple, as we’ve discussed in Part I. Good work is simple; it is not easy. The details, of course, are endless. In this part we take a closer look at a few of those details. Here you’ll find short notes and essays on topics that interest me—and, I hope, you!
A reader asked: “Ron, in Chapter 2, Value Is What We Want, on page 6, you just say that value is what we want. Isn’t that an oversimplification?”

I replied: “Well, yes, as is everything in this book.” Let me say a few more words, however, to help out a bit. See also Chapter 11, Value—How Can We Measure It?, on page 84.

In the book Zen and the Art of Motorcycle Maintenance [Pir00], Robert Pirsig’s protagonist, Phaedrus, is exploring the idea of quality. At one point he reaches the statement: “Quality is what you like.” I’m offering a similar thought here.

In Agile software development—as in many other realms—we talk about the notion of value. We make decisions about what to do, or what not to do, based on value. We do things sooner if they are of higher value, and we do things later if their value is lower. What do we mean by value?

Value is, simply, “what you want.”

You may at first feel that this statement is too Zen, or that it has no meaning at all. Let’s explore here what we might mean by value, and how we work with it. My aim is to help you see that value is in fact, what you want, what you care about.
Agile methods ask us to choose the order in which we do things based on value. Sometimes we might say *business value* or *customer value*, as if these qualifications help. In a way, they do help, because they may cause us to think about things we value in terms of “good for the business” or “good for the customer.” But these are far from the only kinds of value we might consider. Let’s look at just a few more.

We might be choosing a strategic direction for our product. We decide that we need information about what users would prefer, so we create some prototypes and show them to potential users.

We value information.

Our product might be aimed at saving lives; perhaps it helps us ship vaccines around the world quickly. We decide to choose our next features based on the number of lives saved by those features.

We value human life.
Our company might be running out of cash. We decide to get some venture capital and to produce a sample product quickly to show to would-be investors.

We value capital. We value company survival. We value the ability to help the customers we may someday have if we stay in business.

Our product might be too slow. Customers are using alternatives because they do not like the speed of our product. We decide to defer features to speed up the software.

We value product speed.

Our progress might be too slow, taking too long to get things done. We decide to defer features to clean up the software so that we can develop faster.

We value rapid progress.

Our product might display funny cat pictures. Our purpose might be to make people smile, to provide a bit of happiness in their day.

We value people’s happiness.

We value joy. We value creativity. We value collaboration. We value money. We value revenue. We value the ability to keep working. We value the ability to be with people we care about, doing things we care about. We value human life, or even kitty life.
These are just a few of the things that make up value. The problem of the “Product Owner,” of management, of all the people who decide what we should do next, is to look deeply at the many things we value, and to choose a sequence of development that gives us the best possible result in return for our time, money, and effort in building our product.

It would be nice if it were easier. It would be nice if we could just say “Value is revenue over the next 90 days,” or “Value is what the VP of Sales wants.” It might even work for some people, some companies, sometimes. But no such definition will work for everyone, and in my opinion, it won’t work very well for anyone. If we are to survive as a company or as individuals, we need to look deeply at value, and to choose the things that matter, among all the things we might do.

Choosing value is choosing what matters to you.

Value…is what you want.
We began by suggesting that “Value is what you want” and advising you to produce small bits of real value every couple of weeks. We asked you to say “Show us the software” to see what’s really going on. The main idea is to concentrate on value, not cost, and to see that value in terms of real, running software with features we can understand.

But Ron, you talk about value as if it’s purely subjective. Shouldn’t we be using real, solid numerical information to make our decisions? What do you have against measurement?

Well, it’s a fair cop: I am pushing back against using numerical measures, in value and even in cost estimates. There are some reasons for this.

We don’t really know the numbers.

For almost any product of interest, we don’t know the numbers. We don’t know how many users will use our feature. We don’t know how many lives will be saved. We don’t know if people will rate our latest idea with three stars or five. We don’t know if people will buy our product based on this idea, or refuse to buy it.
Big differences are important; small ones aren’t.

When we look at all the feature options before us, some of them are incredibly important, and some are really dull and boring. That’s the distinction that matters: what’s incredibly important versus what’s boring.

Different kinds of value aren’t comparable.

A Product Champion values many different things. The values go up and down as time goes on. Sometimes we need customer information: will people find this idea useful? Sometimes we need development information: will this idea take a day to do, a week, or ten years? Sometimes we value pleasing some customer or prospect: if we can give them this feature quickly, they’ll give us their money. Then what should we do?
But Ron, then what is “value”? How should we measure it? How will we know we have it?

Don’t panic! You already have a very good idea what value is. Take any two things you might do. Ask yourself which one to do next—which one is more valuable right now. It turns out you almost always know. If you don’t know, ask yourself whether either one of them is worth doing at all. Often, you’ll find they’re not.

Then ask yourself why you prefer what you prefer. Write down a few notes. Ask again: why. This will give you a sense of some of the dimensions of value to you. Ask your stakeholders. Whether they agree with you or not, ask why. Build up a grasp of what’s important, and why.

It’s always tempting to try to express value in numbers, and if you have a way to do that, go ahead and use it. Then look at two things your numbers suggest and ask yourself whether you agree. If you do, go ahead. If not, that’s interesting! Dig into that until you and your numbers agree. If they just won’t, I’d advise throwing out the numbers.
Looking for numbers puts us on a bit of a slippery slope. If the company’s purpose with the product is to make money, then we could measure the product by how much money is made. But there’s no useful way to know whether that number is a good measure of anything, since it conflates sales concerns, product concerns, and of course, customer concerns.

Even worse, most monetary measures are trailing indicators: we don’t get information until it’s too late. We have no real way of knowing whether the revenue number is really good or really bad. Money is a terrible indicator: too slow, unclear when we get it.

I wish I had an easy answer, like counting up function points or user preference clicks or the like. Use those if you find them valuable, but know that the true value of all the measures you can think of is to build up an understanding, in your Product Champion, your stakeholders, and your team, about what’s really valuable.

Instead, sit with your developers and stakeholders. Consider the things you might do. Select a combination of next things to do that the group agrees is most valuable. The true value in doing this is the learning that will come from reaching a consensus.

Then build it, ship it promptly, and listen to your users. Repeat.
Early readers of this book have said, “Ron, you make this seem clear and simple and compelling. We should focus on value, plan by value, manage by value, and build by value. That’s all very well and good. But software development is hard! It’s very hard!”
Of course it’s hard. It’s the nature of what we’re doing that we’re always pushing our own limits. The point of this book, however, is that the approach we should take to doing these hard things is to insist: “Show us the software!” That lets us accomplish the following:

• Focus on what we value, so we can get the best results.

• Produce real software often so that we can learn what we want.

• Build what we want in small steps, so we can see how we’re doing.

• Learn the planning, management, and technical skills that we need, so we can build the product rapidly and well.

Every aspect of this work is complex, but we do not need a complex process to do the work. A complex process holds us back, imposing rote activity when we need to observe what’s going on, adjust it, and improve it.

We do need increasing skill, which we can guide best by using a simple process aimed at delivering value.

You will have to decide specifically “how” to do these things. The point of this book is to help you improve your intuition about how. There are no fixed “best” ways, so even if you decide to do some specific thing for a while, keep checking that it’s really helping. You will need to change things.

Take every idea as, maybe, a good way to start doing things for a while. Then make the process your own, and build your own ideas. But keep it simple!
It’s still difficult, Ron!

Yes, but it gets better.

Doing the work in this way results in rapid improvement. As a team we repeatedly decide what to do, then do it, then inspect the result. The problems are always hard; building good software is always hard. But the team becomes more powerful and thus progresses faster.
When I had my knee replaced (long story), I could barely walk at first. A few meters caused me pain, and after the pain was gone, I was still not strong enough to walk very far. I kept trying, kept walking, and it got to be less painful. I was able to go much farther. Today, I can still walk far enough to make myself tired, but it’s no longer a matter of a few feet.

It’s the same with this cyclical development process. At first, it hurts and we don’t get much done. After a little while, we get a lot more done, and it doesn’t hurt as much. And it’s a good kind of hurt, not the kind that tells you you’ve damaged something.

I wish I had better news. The fact is that it’s not easy to be excellent. However, you can be as good as you care to be, simply by continuing to work and continuing to improve how you work.
CHAPTER 13

Not That Simple

Ron, it’s not that simple. Do you think I’m a fool?—Early reviewer, paraphrased.
Of course it’s not that simple. We need to recognize that often it can be nearly this simple, and always, we wish it could be.

As we wander the twisty little passages, all different, let’s keep in mind that we’re trying to follow this simple ideal path, focusing on value, managing and planning by value, building valuable things, and observing them to see what’s going on.

Things will get hairy while we do that. All the complications of real business will show up. All the complications that we seem to throw in our own way will show up.

And yet, it’s all about deciding what we want, guiding ourselves toward what we really want, by building things and seeing how they work out.
Many of us, when managing something, feel the need to provide a lot of direction. But in this book, I ask you to ensure that your teams know *what* to do and to let them figure out *how*. How could this possibly work?

In his book *Drive [Pin09]*, Daniel Pink speaks of Purpose, Autonomy, and Mastery as drivers of both employee satisfaction and improved productivity. These ideas resonate with me, and make a lot of sense in the context of the Natural Way. Let’s explore.
Purpose comes from the business.

A dedicated business-side person is needed to guide your development team by identifying what’s to be done and what’s to be deferred. This designated person is sometimes called the Product Owner, or the Customer. In this book I use the term Product Champion, because the best results come when the whole team feels ownership in the product, with one business-side person providing vision and “championing” the product.

The Product Champion provides purpose, both broadly and in detail, and keeps in daily contact with your team, ensuring that they understand why the effort exists, what the most important issues are, and how the product can best serve those issues. Bring concerns or problems to the team, and let the whole team create solutions in concert.

In some teams, the Product Champion brings in defined solutions rather than concerns or problems. This can work but it’s far from ideal. Your team will be slower to gain a sense of purpose if they are spoon-fed solutions rather than being allowed to creatively solve problems.

When the whole team works together on problems, the Product Champion learns better what she wants and how to express it. The whole team improves, and so does the Champion. This is the sweet spot.
Autonomy gives the team responsibility.

The Product Champion shows what problem to solve; the team decides how to solve it. With true autonomy, no one double-checks the team: they decide, they build, we all see the results. Everyone learns.

As a team, in each two-week iteration, let’s confer with our Product Champion on what needs to be done. Select a quantity of work that we can deliver in good order, figure out how to do it, then self-organize to get it done. Then, “Show us the software.”

As our team becomes self-organizing, we’ll have more autonomy, bring more creativity to the problem, and become more productive.

A self-organizing team with a common understanding of its purpose: this is the sweet spot.
Mastery comes from the iterative process.

In each iteration, our team works to produce a “done” increment of software. At first we will have difficulty, but in each iteration, we meet and look back on how things went and determine how to do better. We move toward mastery.

In each iteration, let’s improve our definition of “done,” the criteria by which an increment will be considered to be good enough. Make it more mature and stringent. Move as a team toward mastery.

Each iteration constitutes practice in producing “done” software. It ends with “Show us the software,” enabling everyone to see how good it is, and to contribute to working out how to make it better. Again, they move toward mastery.

The mantra of Scrum, the most popular Agile method, is “Inspect and Adapt.” As a team, we observe what we accomplish, note what’s holding us back, and improve the situation. As the team improves, we all move toward mastery.

Summing Up

A masterful self-organizing team with a common understanding of its purpose.

This is the sweet spot.
CHAPTER 15

The “Five-Card Method” for Initial Forecasting
If we simply must do initial large-scale forecasting, we can use the “Five-Card Method” to get just enough detail but not too much. We take our grand vision and break each component down into elements small enough for our team members to feel that they know what it means and that they can build it in a week:

- Consider the three to five most important “epics”—the big things that describe the product you have in mind. On a card, describe each one in a single sentence.

- Break down each of these into three to five smaller cards. Make each one more specific and clear—and, of course, smaller. Make sure that each item makes business sense: it should be a “feature,” not some technical idea or widget.

- Repeat the breakdown until each feature seems to be about the same size. What’s a good size? Something the team members think they can build in about a week. That’s small enough. * As you break things down, keep a close eye out for things that bear high value and things that don’t. Set low-value things aside. Remember that you’re going to make the date, not by whipping the ponies harder (as we’ve discussed in Chapter 17, Whip the Ponies Harder, on page 112), but by managing carefully what we do and what we defer until later.

What are the top-level bullet-point features of your product? What are the bullet points for the detailed slide for each of them? What more do you need to know to decide to go ahead?
Managing Natural Software Development

Someone said to me, “Ron, in the real world there are managers. They’re there for a reason. In your model you don’t say much about them. What about managers?”

Well, I like to think that we’re in the business of creating the “real world,” not putting up with it. Management does need to happen. It turns out, it doesn’t need to be “management as usual.” Let’s explore.

When we work in the Natural Way, much of the “managing” is done inside the team. The Product Champion sets the vision and, working with stakeholders and team members,
sets the priorities. The team “shows us the software” every couple of weeks so that everyone can tell how things are going. This lets us coordinate with stakeholders outside the team and allows us to easily judge whether the team needs help of some kind.

The team is fully cross-functional and has all the skills and capacity needed to deliver each increment of software. Team members do their own testing, their own documentation, everything. The closer we get to this ideal, the less coordination we need.

The team is self-organizing as well. Team members decide how to parcel out the work, and then ensure that it gets done well. When teams are working as described here, they require very little ongoing management.

Management work still needs to be done, of course. Staffing selections should be made by the team to the highest degree possible. However, staffing decisions, whether to hire or fire, need to be made by management. Budget proposals might be made by the team together with the Product Champion. Budget decisions, within and across projects, are a management function.

Managers sometimes wonder whether they’ll work themselves out of a job by letting go of so much of their work. But think about it. In management, this is called “delegation.” If a manager creates an effective team, building a valuable product, visibly and smoothly, that manager is going to get more to do, not less. Build another team, and another.

Let’s consider Peter Drucker’s components of management: planning, organizing, staffing, directing, and controlling. We’ll look at each of these, and what these ideas mean for managers, in the context of the Natural Way.
Ron, getting beyond “management as usual” sounds fine, but I work for a company that has long-term goals and I can assure you we have a need for longer-term planning. How do you suggest we approach that?

Somewhere “upward” in the company, management decides what the business of the organization is. They decide in general terms what will be done, and who will do it. This begins with an overall planning activity, selecting the suite of problems to be solved and opportunities to be undertaken, and determining the size of each of those efforts in terms of time, staffing, and budget.

From the viewpoint of the Natural Way, long-term planning can be done in nearly any way at all. People from all disciplines should be involved in this activity: management people, finance people, product people, technical people.

Probably the most important thing to do from the top? Limit the number of products and programs you take on. Get those done, and then add more. Working on lots of things in parallel just slows everything down.
What about planning at the scale of a few months or a year?

A medium- or long-term effort starts out with fairly general goals. Following the Natural Way, we build high-value features early, and managers can keep an eye on where we are without obsessing over details. As high-level planners and managers, let’s be clear on the general capabilities needed in our large project, and let’s ask our Product Champions to “show us the software” that provides those capabilities. Let’s help our Champions cover all the key aspects of the product first and then fill in the less important aspects as time and money permit.
What about short-term planning, day to day, week to week?

In the Natural Way, short-term planning is continuous at the level of development. Valuable features are given priorities, and they get done in the order of highest value first. Week in and week out, value grows visibly. The plan is revised every couple of weeks and we can all see how things are going.

We do this very simply. Every couple of weeks, we observe what has been accomplished and we plan the next couple of weeks, keeping our eye on the overall vision and goals for our effort.
My experience has been that managing is mostly about trying to keep projects on track. How do we ensure that we are keeping to the plan?

Honestly, our job isn’t to stick to the plan—it’s to steer our course for the best result, not some fixed target.

When we deploy our products often, delivering real value to our users, we often find that we can stop far before the time and money run out. Why? Because we’ve already done everything customers really need. We often find that, instead of whatever we imagined the product should be, new ideas have bubbled up. Working in the Natural Way, we steer the project—we don’t just plan and then hope.

Always keep an eye on the value. At the planning level, always ask what the most valuable next things are. To track how the plan is going, ask the Product Champion to show us the software, and to relate what it does to the value we’re asking for.
Ron, your advice sounds good, but I’ve often found that it comes down to having the right people in the right positions. How can we best make the necessary organizational decisions?

Upper-level management also has the responsibility for general organization. They allocate money and people to the work. Generally, having determined the budget, management selects the Product Champion and (possibly) some of the personnel. Often, the Product Champion selects the core team members and the team as a whole selects the rest. Within that framework, the Product Champion and team self-organize to get the work done.

Try to push detailed organizational decisions downward as far as possible. Use budgeting to control the size of efforts. Focus on results as much as you can, and allow the people closer to the work to make most of the decisions about what to do and how to organize to do it.
What about staffing decisions? Who decides who should be hired or fired?

Very likely, personnel actions must be initiated or at least approved by management. More and more, however, the choices and recommendations are delegated to the team. Let your teams determine whether they want to add more people, and let them choose who to add. They understand better than you will what they need.

Help the team understand policy issues, overall hiring guidelines and strategies, and most of all, the value of building on the people you already have. The better your teams understand the bigger picture, the better things will go.
Management is supposed to direct what goes on. If all these decisions are being made at the bottom of the organization, how can management provide necessary direction?

Based on long-term planning, management has decided what products and projects to invest in. They have selected a Product Champion who will be accountable for the results of each effort. Management views each product as it comes into being, and supports and guides the Product Champion, making sure they remain aligned with the corporate purpose for the product. Direction takes a few primary forms.

Sometimes things change in the environment or the company’s priorities. These changes are passed down in terms of adjustments to product vision, budget, and the like.

Sometimes as managers view the results of the work, they’ll discover things that they did not express well or that improve their understanding of what’s needed. These, too result in adjustments to the team’s vision.

Sometimes things may not go as well as they might. Working as we recommend in this book, management will see deviations promptly and can respond by helping the Product Champion and team to do better. Big surprises should be nearly impossible when you can see the product every couple of weeks.
But work has to be controlled. How do we make sure that, day to day, things are under control?

Day to day, teams control how they do the work. The Product Champion controls, week to week, what they work on. Management observes the results of that work and makes sure that progress is commensurate with the time and money being spent. If deviations exist, management might take action. That action would not be taken by stepping in and doing the work, but by providing assistance and training, and, if need be, by adjusting budgets, staffing, and responsibilities.
Summing Up

The Natural Way of software development calls for delegating authority to the people who do the work. There’s nothing new about this; it’s how management has always been done. True, some managers have been hesitant to fully delegate for fear of being unable to help if needed. Fortunately, this style of software development provides plenty of visibility into what’s going on, which makes delegation quite safe.

When our teams “show us the software,” we always know where they are, what they’re working on, and how things are going. Follow these guidelines thoughtfully and you’ll be in good shape.
Whip the Ponies Harder

A high-level manager was told that a project was moving more slowly than had been hoped. He retorted, “Well, we’ll just have to whip the ponies harder.”

I find it difficult to think of a management comment more repugnant than that. In addition, it was sure to backfire.

Under pressure, teams give up the wrong things. They don’t test enough; they leave the code in poor condition. This reduces value, increases the delay to getting the value, and reduces the value they can deliver later.

Under pressure, teams test less and therefore put more defects in. Some of these defects escape the room and affect customers. Value is directly reduced.

Some defects are discovered before the product ships. This usually means that we have a testing phase that comes after we think we are “done.” Already this is delaying delivery of value.

Worse yet, we have to take time to fix the problems. This rework delays and reduces value even more.

Finally, when our teams work under pressure, they leave the code in bad condition. This makes adding new features harder and slows down value delivery even more.

How many defects do you have now? Do you really want more? How often do developers say that the condition of the code slows them down? Did your innocent pressure cause those things?
We need more features! Why can’t we just increase velocity?

Frankly, when I look into an organization that “needs more features,” what I almost invariably find is an organization that can’t say no. They have become order takers rather than decision makers. They’re working on some things of value, perhaps, but much of the work they’re doing doesn’t bring much real value to their products—or to their customers.

No, really we need more features! The programmers have to go faster!

Your programmers are going as fast as they reasonably can. There may be ways that the code can be improved over time so that they can go faster. There are almost certainly ways to reduce defect injection, which saves you all that fixing time. Those are improvements that take time to make, and they cannot be made by a team under pressure.

One way that we can subtly cause pressure, leading to the problems we just talked about, is to ask the team to “increase velocity.” This means “get more done.” Teams will try to do that. They will do so by turning the invisible dials of quality and estimation.

If they reduce quality, we’ll get more defects and go slower. We don’t want that.

Under pressure, teams will consciously or unconsciously begin to be more conservative in what they take on. They will begin rating things as a bit larger or a bit harder than they used to. This will give the impression that they’re going faster, but they are not.

What would a team need to do, or need to know, in order to produce more work per unit time? Do you believe that “work harder” answers that question? What can management do to help a team be truly more productive?

Are there any ways to go faster? How can we do it?

If you must try to go faster, analyze sources of delay. These usually have more impact than individual productivity.

Work on team productivity before individual productivity. Ensure that each team has a good mix of skills. Make sure
that each team has all the skills needed to do the work. Team members with key skills should be full time, not shared. Use specialists to increase other individuals’ abilities. Value working together.

Increase individual productivity by increasing capability, not by urging people to work harder. “Work smarter, not harder” means that we have to help them get smarter.

What are the real causes of delay on your project? Is decision making slowing you down? Defect correction? Handing things off between individuals or teams? What’s your delay? Work on that.

Can we at least use our velocity to predict when we’ll be done?

In a word, no! We do best not when we predict when we’ll be done, but when we choose when to be done and then ensure that we put the best features in by that date. The Natural Way lets you do that by selecting important features and building a releasable version every couple of weeks.

Whether we use estimated hours, story points, or just count stories, using velocity to project when we’ll be “done” is nearly always a sign of dysfunction.

The premise of this book is that we want value, we want value soon, and we want highest value first. The best way to do this, as we’ve discussed, is always to be “done.” If your organization has some fixed content in mind, toward which your team is working, you are likely “doing it wrong.” You are likely not managing by value but by cost. This is a sucker’s game.

Provide Real Opportunities to Upgrade Skills

(See also Chapter 14, Creating Teams That Thrive, on page 94.)

What really helps a team be more productive is higher skill. This means that your investment in training and education will pay off in productivity.

People work pretty hard. Is it sensible to imagine that they will then invest in their growth in the evening or on week-
ends, out of their limited personal time? What can we do to make that more likely?

Most employees live on a fairly tight budget. Is it sensible to imagine that they’ll use their own vacation time and money to take courses or attend valuable conferences? What can we do to make sure that time and money for learning are available and used?

Don’t “whip the ponies.” Help them improve.
To Speed Up, Build with Skill

At first, when we set out to build a complete but tiny product in easy, small cycles, things will go badly. That’s normal. Let’s look at a few of the main things that can go wrong and what we can do about them. Think in terms of the style of these suggestions, not just the specifics.

Our team says: We can’t get all these features done in two weeks.

Yes, this is a common problem. Often when starting out, a team can’t deliver a fully integrated product increment in two weeks and will ask for more time. Instead of giving your team more time, I suggest giving them less. Ask your team to produce a fully integrated product increment in one week instead of two!

Chances are, they’ll figure out how to do it. They’ll see that they need to make just a few actual changes, and then focus their attention on getting those changes integrated, tested, and running.

Once in a while—and I see this more when talking about it than when doing it—the team will come to me and say, “We can’t get anything done in a week.” I generally ask them, “Well, can you get anything done in a day, then?” They’ll reply that they can’t, and I’ll ask them why they plan to come in tomorrow if they aren’t going to do anything. Ha, ha, very funny. Except I’m serious.

This generally gets the conversation aimed at why it’s difficult to produce an increment. And once we’re dealing with
why, it’s easy to figure out things to do. The answers usually come down to build times, integration times, and test times.

If the problems still aren’t clear, let’s ask the team to rebuild the system and get it ready to deploy without making any changes at all. If we can’t do that in a week, we’ll sure know where the problem is, won’t we?

One way or another our software-building process is slow and unreliable. Great. We’re computer programmers and we can fix that.

As Product Champion or manager, you want this fixed more than the team does. You need to see a completed product increment, and you need to see it on a regular basis. So there’s incredibly high value in getting that increment built. That’s why asking for a single feature, or a tiny feature, or even no feature at all is a good business decision. You’re not asking them to focus on some technical thing: never do that. You’re asking them to show you the software.

*Our team says: We can’t get anything ready for release until after “they” test it.*

As your team’s Product Champion or manager, you know that’s just not acceptable. When defects come back from QA, they interfere with our business planning, because we have to do things over again and cannot focus our attention on our business purpose.

So the solution is very simple, and very difficult: When the team ships software to QA, we must already be certain that it will not be coming back with defects in it.

We do that by testing it ourselves. The technical practices of acceptance test-driven development (ATDD) and test-driven development (TDD) enable us to do this quite nicely. We can be increasingly confident that when we pass something on, it will work as desired. Our teams must be experts in ATDD and TDD.

Sometimes the external dependency is not on testing but on some other “resource,” perhaps a DBA department or a user interface design department. The fix for this is to make your team cross-functional. That is, import these skills to your
team. And the best way to do that is to assign people from those departments as real team members on our important projects.

But the team says: It still takes time to get really done.

That’s OK. We want to take all the time needed to get done “the first time.” Learning to build a solid product increment will take time, especially if our team is struggling with a load of code written in old-fashioned ways. That’s not unsolvable. The Agile method Scrum has a notion that will help us here: the evolving “Definition of Done.”

We need our team to produce a product increment in every “Sprint.” That increment must meet the current Definition of Done. And the Definition of Done must become more stringent over time.

So in early cycles, we might not even require that the increment be integrated. We look at each feature one at a time, running on some developer’s machine. This should make a business-side person Very Nervous: how do we know that these things will work together? So we improve our Definition of Done to say that all the features must work on a single development machine, in a single build. The team will have to take on fewer features for a bit while they get this to happen, but since we want them to show us the software, it’s a good business decision.

Next, we may find that it’s integrated, but it doesn’t work very well. It needs more testing. So we add some testing criteria to our Definition of Done.

This will lead us to discover that we need to know at the beginning of the cycle how the software will be tested at the end. This leads us to get better at getting examples from the Product Champion, and to get better at building a common understanding of what we need.

And so it goes. With a single relentless focus on “show us the software,” we improve the team’s process so that when they take on some amount of work, they’ll actually get it done.

Now we all say: It seems so SLOW!
It should feel slow at first. Later on, it will feel smooth and efficient, never rushed. We absolutely need a releasable, done, product increment every couple of weeks. To accomplish this, our work must be fully designed, fully tested, complete in every way. This means the team must take on less work in each cycle than we’re used to. It will feel slow. The difference is, when we’re done, we’re really done.

Since we’re getting closer to really done, the apparent slowness is an illusion. We’re eliminating most of that long, painful test-and-fix finish that wears on long after we were supposed to be done. Did you forget that little detail, all that time you spend after your application was supposed to launch, or after it does launch?

Second, since we’re working incrementally, high value first, there’s every chance to deliver useful value before the deadline. But we can only do that if the software actually works.

In early days, yes, it will feel slow. But even in early days, it may not really be slower: defects are being reduced, and cleaner code will keep the work flowing. Let it be. As your team gets good at really being done, they’ll be able to take on more and more features, and things will improve more and more.

Summary

The most valuable thing you can do to speed up development is to build skill in the development team. That investment will pay off rapidly in less time lost to fixing defects, and in smoother development. Don’t confuse thrashing with effective performance. The fastest teams move smoothly and gracefully.
Reminder: We need steady progress. To keep progress steady, we need a clear, clean design all the time. To accomplish this, we must refactor.
The Natural Way asks us to show steady progress in terms of visible, working software. Seeing real software come into being at a steady pace gives us a sense of where we are. This helps us decide what to do next and what to defer until later.

Often, though, our pace is not steady. Even though our work items seem all about equally difficult, our pace may become erratic. Shortly after this happens, our pace almost inevitably slows down.

This is demoralizing. Even worse, it makes planning difficult. Worse still, we’ll usually see an increase in defects as this happens. And worst of all, our ability to get the best possible product by our deadline is at risk.
Twisty little passages

The time needed to build a feature comes from two main components: its inherent difficulty, and the accidental difficulty of putting it into whatever code already exists. Teams are good at estimating the inherent difficulty. What makes us erratic, what makes us slow down, is the accidental difficulty. We call this difficulty “bad code.”

If we allow code quality to decline, some features go in easily, sailing right through. Others that seem similar get entangled in twisty little passages of bad code. Similar work starts taking radically different amounts of time.

To keep progress steady, we have to avoid building twisty little passages, and when we do build them, we need to straighten them out.
Refactoring straightens the passages.

The word *refactoring* refers to a simple, regular process of keeping the code clean. We try not to create the twisty little passages that slow us down. When twists do crop up, we straighten them out.

It’s easy to cause our teams to skimp on refactoring: all we have to do is put them under pressure to get a few more features done than they realistically can. When we do that, they turn secret programmer dials called Not Enough Testing and Coding Shortcuts, and the result is that there are more defects, erratic progress, and, ultimately, a slowdown.

Bad work is hard to see. We can’t see it from the outside: it’s under the surface. But as businesspeople we need the work to be good. We should expect and demand that the team keeps the code clean. And if we notice erratic progress or a slowdown, it’s probably time to bear down on cleaning things up again. That means it’s time to lighten up on the pressure.
What to do when the passages have gotten all twisty

It’s usually not a good idea to start over on some huge part of the product. It might be, but I’d bet it isn’t.

It’s usually not a good idea to stop doing features entirely, to “clean up” the code. It might be, but I’d bet it isn’t.

What seems to work best is to follow the Campground Rule: Leave the campground a little better than you found it. Every time we do a feature, we start by cleaning up the area where we are going to do the work. We don’t have to make it perfect, just sufficiently better to help our feature ease in. And once our feature works, we clean up the code as we always should—plus a bit more.

This process does just what we need: areas where we do little work aren’t slowing us down, and they are left mostly alone. Areas where we do lots of work get more attention; they clean up quickly.

It’s always tempting to developers to start over and rewrite. It’s almost never the best plan. Instead, get good at refactoring, and apply the Campground Rule.
I am, by good fortune, one of the authors of the Agile Manifesto.¹ The story I tell here is in accord with the Manifesto, to the best of my ability. The “Natural Way” is a distillation of what I’ve learned in a half-century of software development and almost twenty years of doing “Agile.” I am not trying to create another Agile method here. In Nature, I’m describing how I think software should be built, based on everything I’ve learned, before, during, and after “Agile.”

If you want to know more about Agile software development, there are many Agile methods or frameworks out there. The most popular is surely Scrum, by Jeff Sutherland and Ken Schwaber. Scrum, by design, is not focused solely on software. As such, Scrum does not explicitly include technical practices such as acceptance test-driven development, test-driven development, refactoring, and so on. I’m here to tell you that to prosper, you’ll need to add those practices to your Scrum projects.

XP, or Extreme Programming, created by Kent Beck, is a framework that does explicitly include those technical practices. Otherwise, XP is much like Scrum. XP does not include the Scrum-specific “ScrumMaster” role, but it often recommends a coach, which is a similar notion. To me, Scrum plus technical practices amounts to XP. Some people would disagree with me on that.

Alistair Cockburn’s Crystal Clear is an Agile framework that is even simpler than Scrum. There are also complex large-

¹.  [http://agilemanifesto.org](http://agilemanifesto.org)
scale Agile-like frameworks, such as Dynamic Systems Development Method (DSDM), Larman/Vodde’s Large Scale Scrum (LeSS), Scott Ambler’s Disciplined Agile Development (DAD), or Dean Leffingwell’s Scaled Agile Framework (SAFe). And many more. Read about them if you’re interested.

Again, *The Nature of Software Development* does not describe Yet Another Agile Framework. Instead, I invite you to think about what needs to go on in any software project, especially any would-be “Agile” software project, so that you can be successful working in whatever framework you choose.

I do have some advice about frameworks, however:

- **Try to have too little framework, not too much.** Don’t even have “enough.” As the Agile Manifesto says, we prefer “individuals and interactions over processes and tools.” A framework for your project wants to fit loosely, more like a sweat suit than like spandex. Everyone on the project needs room to “slosh around freely,” to interact in ways that are not contemplated by any framework and that cannot be dictated by rules.

- **Keep it light.** Naturally, if you have a large project, with many teams, you’ll need more process than if you have just six people in a team room somewhere. But even so, keep it light. Use retrospectives to decide what kinds of additions to make. Add process elements as experiments. Be clear what you expect to get from the change, and check to see if you get it. If you don’t, or you get some undesirable additional effect, make a different change next time.

- **Control the framework; don’t let the framework control you.** Modify your framework to make your projects more effective. However, don’t change the framework just because it asks you to do difficult things. The ideas in this book, and the ideas in your framework, are there to challenge you to improve. Adjust things to your abilities—but stretch yourself a bit.

- **Keep process changes close to the team.** There’s no advantage to imposing practices worldwide. You are
managing your project by observing the actual running software, coming out feature by feature, correctly executing verification tests that the business defines. You are determining what goes on inside your teams by observing their results, and the pace of producing results. You don’t need to demand specific process elements, and doing so will backfire.

• Make learning a priority. As we see in this book, skills are required at all levels of the project, from the highest business elements, through the management, right down to the technical people. The technical people, in particular, work with the software every day, and they need to have specific skills to do it well. Expect to invest in training and support for your project. It will pay off in faster delivery of better software.

• Most of all, think. The work of building a valuable product is complex, and it is best accomplished, not by trying to anticipate and control everything, but by observing what happens and responding to events. It’s a bit like a team sport: there may be plans, there may even be planned plays. But what happens in the game is always different, and success lies in the ability of the team members to interact in the moment. Paradoxically, our ability to seize the moment comes from the thinking we do before the action starts. Think.
There’s a lot of interest in “scaling” Agile these days, and it has become big business. Large companies have heard the clarion call of the Agile Buzzword, and just as they did with past good ideas like Six Sigma and TQM, now they want to go Agile. It has become the thing to do. But they’re large companies. So, naturally, they think they need to scale.

It turns out that in most cases, they’re wrong. They don’t need to scale. They need to do plain old simple Agile software development.
Scaling Agile is good business for scaling vendors. It’s not necessarily good advice for you.

Scaling Agile has become a good business to be in, because people think they need it. There has always been a decent market for scaling Agile, so there have always been some contending approaches to doing it. Now, with the market for Big Agile growing, there are even more.

I’ll leave it to you to look those up and choose among them if you must. What I’d like to do here is to suggest that—with one possible exception—these approaches are misguided.

That’s not to say that large-scale Agile won’t be successful; very likely it will be. It will be successful in the sense that large companies will buy scaling products and ideas, and consultants and training companies will enrich themselves selling what these large companies want.
As the Rolling Stones remind us, you can’t always get what you want.

Unfortunately, contrary to the song, a big company can always get what it wants—in this case lots of expensive training in some heavy approach that touts itself as Scaled Agile. And they’ll get some benefit, certainly. Any attention to improvement is usually better than no attention at all. And to the extent that these various approaches include some real Agile ideas, organizations will get some of that as well.

I’m here to talk about what the song offers: I’m here to talk about what you need. What does a large company really need to know about applying Agile ideas throughout?
Agile is simple—it just isn’t easy.

Agile is quite simple. The most popular Agile approach, Scrum, has just three roles, a handful of activities, and one major artifact: running tested software.

That doesn’t mean Agile is easy. It’s still hard to decide what product would be desirable, and it’s still hard to write software that does what is asked for. It is, however, quite simple. Simplicity is the essence of what makes up Agility. So if Agile is simple, what about so-called scaled Agile?
Scaled Agile must be simple—or it isn’t Agile.

Chet Hendrickson points out that since Agile is simple, a scaled version of Agile should also be that simple, or even simpler. Otherwise, it will no longer be Agile. We should look with great suspicion at a so-called “Scaled Agile” approach that is complex.

Along the same lines, Arlo Belshee suggests that if all your development teams have become fluent in Agile software development, scaling is not a problem. If all your teams can slice stories small, select a number that they can accomplish in a Sprint (or otherwise within time estimates), and deliver integrated software that is free of defects, then “scaling” should be easy. Diana Larsen and Jim Shore, originators of the notion of fluency in this context, make similar points.

Let’s explore this. Agile is simple (but not easy). If your individual teams could really execute software development in the Agile style, might “Scaling Agile” be easy?
If your teams are truly Agile...

Agile teams work daily with their business-side associates (Agile Manifesto Principle 4). They deliver working software frequently, every couple of weeks (Principle 3). They measure themselves with working software (Principle 7), work in a sustainable fashion (Principle 8), and pay constant attention to technical excellence and good design (Principle 9). And so on.
...I mean truly Agile...

Fluent Agile teams, after just a little jostling when they start up, produce a consistent flow of features, and they drive defects down to levels far below what the same team accomplished before they became fluent in Agile.

Fluent Agile teams are visibly Agile, visibly fluent. They get things truly done, at a consistent and predictable pace. If your teams are up to that...

...you might already be done.
So there you are. All your teams are capable of producing working software, every two weeks, working daily with the business-side people who describe what the team needs to build.

You might be done scaling Agile, if everything your organization builds can be built by a single Agile team.

Really. Think about this for a moment. If everything you do could be built by a single small team, scaling Agile comes down to having each team learn to build in the Agile fashion, then hooking them up with a business-side person to guide what they build.

Done. Agile Scaled. No extra work beyond the basics. The basics are hard enough of course. We’ve explored that elsewhere in the book. But there’s no big corporate rollout/transition/Enterprise Agile that you need to do.
What if you want more than one team can do?

A single Agile team that can really do this stuff produces multiple features every couple of weeks. It’s not easy to keep even one team working at capacity: you have to have a lot of product ideas to do it. But maybe you have a huge product, like a word processor or some graphics program for editing photographs. You feel there is enough work there to keep multiple teams busy.

Well, first of all, prove it. Get a single team working on your product up to Agile quality. Then look at the rate at which they deliver features. See if you really need more features than that. Odds are, you won’t: your customers probably can’t absorb new capability faster than a single team can deliver. But maybe there is enough work to keep more than one team busy.

Aha! Now we’ll have to scale Agile…won’t we?
Feature teams

Well, maybe not. Way back in the last century, the idea of the feature team was devised. A feature team is a small team whose job it is to deliver features into a product. To get more features, you add more feature teams, all delivering software into a single product. Want more features per unit time? Add another feature team, get more features.

There’s not much involved in scaling this way, is there? If every team knows how to do what a real Agile team knows how to do, you can add feature teams, and any product made of features can go as fast as you want.

 Aren’t we skipping something? How do those teams coordinate? Now we’ve got multiple teams doing features. How can they avoid stepping on each other’s toes?
Agile teams coordinate using tests.

Remember that Agile teams do a large number of small features every two weeks. A single team can easily do fifteen or twenty such features in a two-week iteration. How do they manage not to get in each other’s way?

It turns out to be simple. Fluent Agile teams build a growing container of automated checks, using acceptance test-driven development and test-driven development. These checks help teams know when they have completed a feature. However, they also serve as a growing collection of regression checks that ensure all the features built keep on working.

If we’re using multiple feature teams, it works the same way. Each team, every time it builds a new small feature, adds that feature, with its automated checks, into the common codebase. All the teams do this daily, just as a single team would. They keep all the checks running, all the time. If from time to time a team tries to check something in and tests fail, they fix the problem before checking in so that the current codebase always runs all the checks.
Might there be a conflict between things done across teams? Possibly, and if that happens, the teams coordinate to see what happened. But the general practice is quite simple: if the checks were running before you put your change in, and they’re not running after you put your change in, your change broke something. You find that something, and fix it, so that all the checks run—yours plus all the historical ones.

Agile teams do this as a matter of course. They learn to do smaller and smaller releases. When they use small releases, the chance that they break something is very small. When (rarely) they do break something, it’s easy to find the issue, because only a small amount of code has been added or changed.
OK, feature teams, but what about infrastructure?

If your product is really big enough to use multiple feature teams, they’ll be relying on some common infrastructure. What about changes to that?

Same way. Agile teams change their infrastructure as needed. They do so freely, every couple of weeks, by supporting their changes with automated checks. Feature teams can do the same thing, with each team making the changes it needs, adding checks to the pool, and checking in code frequently.

Will you need a specialized infrastructure team? Quite often, if you’re fluent in Agile, you won’t. Specialist teams very often dissolve in an Agile situation. But if you do choose to have such a team, and they’re Agile, they can smoothly produce infrastructure changes, supported by automated checks, in support of multiple feature teams. I recommend letting your feature teams handle infrastructure changes, coordinating among themselves as needed. But if you do choose to have a specialized team for infrastructure, despite that advice, there’s still no need for special scaling.

Remember, it’s unlikely that you’ll need feature teams at all if your individual teams can do Agile. But if you do, you won’t need any special infrastructure to have feature teams—you just need multiple empowered teams who can, and will, coordinate among themselves as needed.
So far, so good

A company whose work can be done by a single team does not need anything special to scale Agile. A company with a need for more features than a single team can handle can build feature teams, and they won’t need anything else to scale their Agile process.

In most organizations I’ve seen, the majority of the work is done by single teams already. In a few, I have seen a product that is integrated enough, and large enough, where feature teams might be needed. What else is there?
Giant efforts

Some companies undertake truly large efforts, with hundreds of developers, perhaps even thousands, all working on one thing. If you’re not in a company like that, maybe all you need is to get your individual teams able to operate in an Agile fashion. You could stop reading now, or jump to the conclusion. But you’re probably wondering what to do about giant efforts.
First, grow the giant incrementally.

If you’re starting a giant effort, even one built on existing architecture, the standard Agile approach works. Start with a single team. Build it larger and larger. Build and extend infrastructure as you go. Add feature teams as you need them.
Finally, divide the giant, mostly along feature teams.

Even in giant efforts, it turns out that almost everything being done is being done by single teams. We already know how to do those: standard Agile. Just do that.

Even in giant efforts, a few efforts can be improved by adding more working teams. Do that, and operate them like feature teams. Standard Agile. Just do that.

What’s left? Is there really something, somewhere, that needs more than one team, and that can’t be divided up into smaller efforts that can be done in Agile fashion?

In most cases, I doubt it. I don’t think there are giant efforts that are truly irreducible. If there are, no one knows how to do them, Agile or not. The very essence of putting lots of people on an effort is to divide up the work. If we do not know how to divide up the work, adding people will not help.

If we do know how to divide up the work, then, almost always, the bulk of the work can be done using standard Agile. Is there enough left to require a complex approach to scaling? Perhaps. Wait and see; that’s my advice.
Bottom line

If your individual teams cannot work in an Agile fashion, then clearly you’re not ready to “transition” your company or to “scale” Agile. You don’t want to transition to something you can’t do, and you don’t want to scale something that doesn’t work.

First, start creating teams that are very capable of doing Agile.

Then, give them the most important, most valuable work to do that your organization can come up with. And stand back.

Keep creating Agile teams, organized by features where possible. You may find that you have little need to scale Agile. More likely, you just have to do it.
CHAPTER 22

Conclusion

If you’ve made it all the way here, congratulations! Let me sum up what I believe we’ve just been through, to help you settle in your mind just what has happened here.

Imagine that you’re climbing a mountain called Software Development. Maybe you’re a beginner, down near the bottom, walking up steep trails, once in a while clambering over rocks. Maybe you’re pretty advanced, with a whole kit of climbing equipment and knowledge. Maybe you even help others with their own climbing journey. Maybe you’re one of those amazing free climbers who can lift yourself from a single hand jam and kick your foot over your head to find the next tiny crevice in what looks like a wall of glass.
Whatever your level, if you’re like me, you spend a lot of time looking at the mountain face right in front of your nose. You spend a lot of time using your mind to figure out your next move upward and which muscles you’ll use to make the move.

This book is some words and pictures from someone on the same mountain, who has found a reasonably flat and pleasant place to sit and look around for a while. He looks outward and sees the amazing vista that’s almost always out of sight behind our back as we climb. He looks down the mountain and sees its shape and sees the climbers moving upward, some not as well as he did, some much better. He sees the paths on the mountain and can tell which ones are easy, which ones are hard, which ones are safe, and which ones are dangerous.

Then he looks up, and through the clouds and haze, he realizes that there’s more climbing to do, lots more, as we work our way upward. He sees what look like likely paths and other interesting spots to stop and look around.

He takes some pictures of what he sees and writes a few words about his thoughts and discoveries. He sketches a few paths and tells you a bit about how he recognizes a good path, and what he does when a path turns out not so good. He offers all this to you, to enrich your own journey up the mountain, to remind you of the many beautiful views that make the hard climb worthwhile. He reminds you that sometimes the reward is just in the climbing itself, doing it more and more well.

He says, “Here’s what it all looks like to me. What does it look like to you?”

Thanks for reading!
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